a2 United States Patent

Weber et al.

US009135296B2

US 9,135,296 B2
*Sep. 15, 2015

(10) Patent No.:
(45) Date of Patent:

(54)

(71)

(72)

(73)

")

@
(22)

(65)

(63)

(1)

(52)

(58)

SYSTEM, METHOD, AND DATA STRUCTURE
FOR AUTOMATICALLY GENERATING
DATABASE QUERIES WHICH ARE DATA
MODEL INDEPENDENT AND CARDINALITY
INDEPENDENT

Applicant: SAS Institute Inc., Cary, NC (US)
Inventors: Thomas P. Weber, Apex, NC (US);
Frederick J. Levine, Hillsborough, NC
(US); James P. Kelley, Cary, NC (US)
Assignee: SAS Institute Inc., Cary, NC (US)
Notice: Subject to any disclaimer, the term of this
patent is extended or adjusted under 35
U.S.C. 154(b) by O days.
This patent is subject to a terminal dis-
claimer.
Appl. No.: 14/445,985
Filed: Jul. 29, 2014
Prior Publication Data
US 2015/0019535 Al Jan. 15, 2015

Related U.S. Application Data

Continuation of application No. 13/471,548, filed on
May 15, 2012, now Pat. No. 8,825,633.

Int. Cl1.
GO6F 7/00 (2006.01)
GO6F 17/30 (2006.01)
U.S. CL

CPC .... GO6F 17/30424 (2013.01); GOG6F 17/30436
(2013.01); GOGF 17/30554 (2013.01)

Field of Classification Search

USPC e 707/714

See application file for complete search history.

116
14

]

USER PC(S)

(56) References Cited

U.S. PATENT DOCUMENTS

4,497,039 A 1/1985 Kitakami et al.
4,811,207 A 3/1989 Hikita et al.
(Continued)
OTHER PUBLICATIONS

Non-Final Office Action of Feb. 12, 2014 for U.S. Appl. No.
13/471,548, 26 pages.

(Continued)

Primary Examiner — Alex Gofman

Assistant Examiner — Muluemebet Gurmu

(74) Attorney, Agent, or Firm — Kilpatrick Townsend &
Stockton LLLP

(57) ABSTRACT

Systems and methods are provided for performing a query in
a distributed system. In one example, a query generation
system receives an identification of data item components and
associations between the data item components, wherein the
data item components include a measure and a category, and
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1

SYSTEM, METHOD, AND DATA STRUCTURE
FOR AUTOMATICALLY GENERATING
DATABASE QUERIES WHICH ARE DATA
MODEL INDEPENDENT AND CARDINALITY
INDEPENDENT

FIELD

The technology described in this patent document relates
generally to computer-implemented database systems.

BACKGROUND

Computer implemented database systems may include a
query engine for generating queries to obtain data stored in
data tables. Often the kinds of questions that can be asked
regarding the data is limited due to factors such as cardinality
between specific tables and the types of tables utilized in the
datamodel. Ifthe types of questions asked are not limited then
the results provided from a query could be wrong or even
unattainable. Some systems utilize metadata, which describes
the data, when generating queries. This often results in the use
of complex metadata when generating certain queries, which
can be cumbersome and even limit the flexibility regarding
the various questions that can be asked regarding the data.

SUMMARY

In accordance with the teachings described herein, systems
and methods are provided for automatically generating a
query in a database system. In one example, a query genera-
tion system receives an identification of data item compo-
nents and associations between the data item components,
wherein the data item components include a measure and a
category, and wherein the identified association indicates that
the measure is independent of another data item component,
indicates that the measure is dependent on another data item
component, or indicates that two or more data item compo-
nents are correlated. The query generation system creates and
executes a database query for retrieving data item compo-
nents, wherein the database query includes a first Uquery,
wherein the first Uquery includes a Mx segment subquery and
a U0 segment subquery, wherein the Mx segment subquery is
associated with a table that contains the measure, a table that
contains columns for a calculated measure, or a correlated
table, and wherein the UO segment subquery is associated
with a table that contains the category, a table that contains
columns for a calculated category, a dependent measure table,
or a dependent filter table. In another example, the query
generation system generates a virtual results table by aggre-
gating the Uquery results from one Uquery with Uquery
results from another Uquery and reports the virtual results
table.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a block diagram of an example system for auto-
matically generating database queries in a database system.

FIG. 2 is a flow diagram that depicts an example process
that a query processor may implement to provide data results
1o a user.

FIG. 3 is a flow diagram that illustrates two types of data
selections that may be received by a query processor: data
item components and associations.

FIG. 4 is a block diagram of an example database having
two fact tables (Sales and Account) with a common dimen-
sion table (Customer).
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FIGS. 5A and 5B are block diagrams that depict an
example data mart that contains database tables that may be
accessed to generate data results.

FIG. 6 is a flow diagram that depicts an example process
that a query generation architecture executes to generate data
results.

FIGS. 7A and 7B are flow diagrams that illustrate that a
Uquery can be executed to produce raw (or detail level)
measure values or aggregated measure values.

FIG. 8 is a flow diagram that depicts an example process
that a query generation architecture may execute to generate
data results in the case where a Uquery is executed to produce
raw measure values.

FIG. 9is a flow diagram that depicts a Uquery that logically
comprises two subqueries: an Mx segment subquery and a U0
subquery.

FIG. 10 is a flow diagram that depicts another example
process that a query generation architecture may execute to
generate data results in the case where Uqueries are executed
to produce raw measure values.

FIG. 11 is a flow diagram that provides example rules for
identifying tables to be included in the Mx segment subquery
and the UOQ segment subquery(s) for a Uquery for an uncor-
related measure.

FIG. 12 is a flow diagram that provides example rules for
identifying tables to be included in the Mx segment subquery
and the UO segment subquery(s) for a Uquery for a set of
correlated measures.

FIGS. 13 and 14 are flow diagrams depicting example
methods for generating data results in the case where Uque-
ries are executed to produce aggregated measure values.

Depicted in FIGS. 15A-15D are example data mart infor-
mation maps that identify data tables that may be included in
the Mx segment and UO segment subqueries.

Depicted in FIGS. 16 A-16C are additional example data
mart information maps that identify data tables that may be
included in the Mx segment and U0 segment subqueries.

FIGS. 17A, 17B, and 18 depict examples of systems that
may be used to perform a query in a database system.

DETAILED DESCRIPTION

Depicted in FIG. 11is a block diagram of an example system
100 for automatically generating database queries in a data-
base system. The example query generation architecture
includes a query processor 102 for accessing one or more
databases 104 that store data tables 106, 108, 110. The query
processor 102 and the databases 104 may, for example, be
included in a federated database system. For instance, the
query processor 102 may be an SQL processor executing
within a database management system 112.

In operation, users may access the database management
system 112, for example, via user PC(s) 114 over one or more
network(s) 116. The query processor 102 utilizes data selec-
tion parameters supplied by a user to generate queries that
retrieve data results of interest to the user. The query proces-
sor 102 may then provide the data results to the user PC 114.

FIG. 2 depicts an example process that the query processor
102 may implement to provide data results to a user. At step
120 data selections are received from a user. At step 122, the
data results are retrieved by generating and executing one or
more queries. Finally, at step 124, the data results are pro-
vided to the user.
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FIG. 3 illustrates two types of data selections that are
received by the example query generation architecture: data
item components 126 and associations 128. The data item
components 126 provide an identification of categories 130,
measures 132, filters 134, and required tables 136 utilized in
the generation of data results. The associations 128 identify
relationships between the specified data item components
126. Required tables are tables that are implicitly included in
any data selection run against a data mart.

In the example system, three distinct levels of association
between the data item components 126 are specified. These
three levels of association, correlated 138, dependent 140,
and independent 142 (C/D/I), are relative to Measures 132.
Measures 132 can be correlated to, dependent on, or indepen-
dent of other measures 132, filters 134, and required tables
136. Each measure can have a different level of association to
these other components for a given data selection, thus allow-
ing the user to ask many different questions of the same group
of components. Also, measures 132 and filters 134 can be
independent of or dependent on categories 130.

With regard to a measure that is independent of another
measure, (a) each measure is calculated separately; (b) the
existence of other Measures for a given category group IS
NOT required in order to include values of the measure being
calculated for that category group; and (c) the measure will
not be inflated by many cardinality of other tables.

With regard to a measure that is dependent on another
measure, (a) each measure is calculated separately; (b) the
existence of other dependent measures for a given category
group IS required in order to include values of the measure
being calculated for that category group; and (¢) the measure
will not be inflated by many cardinality of other tables.

With regard to a measure that is correlated to another
measure, (a) both (all) measures are calculated together; (b)
the existence of other correlated measures for a given cat-
egory group IS required in order to include values of the
measure being calculated for that category group; and (c) the
measure will (can) be inflated by many cardinality of other
tables.

Thus, two measures can be related to each other in these
three different ways, and the calculations for each of these
cases could yield potentially different results depending upon
the physical data model. Also, regardless of the physical data
model and whether the results happen to be the same or
different, these three different relationships have three spe-
cific meanings which translate to three distinct, non-ambigu-
ous, questions being asked.

When there are more than two measures, the combination
of possible relationships between the various measures
results in many subtly different questions that can be asked.
Also, since Measures can have C/D/I associations to filters
and required tables, as well as with other measures and cat-
egories, many different, very specific questions, may be asked
of the same set of components.

FIG. 4 depicts a block diagram of an example database
having two fact tables (Sales and Account) with a common
dimension table (Customer). The data selection in this
example consists of a measure from each fact table and a
category from the dimension table wherein the measure from
the account fact table is the calculated measure sum_pay-
ment, the measure from the sales fact table is the calculated
meaure sum_purchase, and the category from the dimension
table is cust_id. Listed below are tables illustrating example
values for the two fact tables.
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SALES FACT
cust_id sum_purchase
1 3
2 2
3 11
4 1
5 4
7 2
8 6
ACCOUNT FACT
cust_id sum_payment
1 23
3 56
4 15
5 10
6 17
7 23

The example results listed in the following three results
tables illustrate different results that can be obtained from a
query based on the C/D/I association between measures. In
the Correlated case, as depicted in the example table, when
the two measures are correlated, the measures can be inflated,
while not so in the dependent and independent cases. In the
Independent case, as depicted in the example table, when the
two measures are independent of each other, the example
results table includes results for customers who do not have
both purchases and payments, while the correlated and
dependent cases exclude results for those customers. In the
dependent case, as depicted in the example results table, when
the two measures are dependent on each other, the multiply-
ing effect of the many cardinality between the measure tables
is eliminated, while maintaining the filtering effect that the
measure tables have on each other.

Correlated Measures

cust_id sum_purchase sum_payment
1 6 46
3 44 224
4 2 30
5 4 20
7 4 46
Dependent Measures
cust_id sum_purchase sum_payment
1 3 23
3 11 56
4 1 15
5 4 10
7 2 23
Independent Measures
cust_id sum_purchase sum_payment
1 3 23
2 .
3 11 56
4 1 15
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Independent Measures

cust_id sum_purchase sum_payment
5 4 10
6 . 17
7 2 23
8 6 .

Each of these result sets can be the correct answer to a
slightly different question asked about the same data. Each
answer is valid and the ability to ask each question, as well as
know which question is being asked, is provided for by the
query generation architecture described herein. These ques-
tions are self-describing and independent of the physical data.

The query generation architecture described herein is data
model and cardinality independent. For a relational model,
such as a data mart for instance, there can be many different
levels of granularity. The many cardinality transition between
tables can be considered a transition to a different hierarchical
level. Within a data mart, there may be many of these transi-
tions. The query generation architecture described herein can
support a single result set that has categories and/or measures
atdifferent levels. This architecture can return different levels
of granularity within a single result set in a predictable, deter-
ministic way.

The query generation architecture described herein may
also provide the ability to get an aggregate number of NULL
values for a given measure. The query generation architecture
described herein may also provide the ability to segregate the
aggregate measures for a category value of NULL from non-
existing categories (measures that don’t correspond to any
category value), on a per measure basis.

The query generation architecture described herein oper-
ates with different types of data models, basic metadata which
describes the tables, columns and the join keys between the
tables, and an arbitrary combination of categories, measures,
filters and required tables, allowing for many different com-
binations of C/D/I association between these items, and auto-
matically generates the correct query for each of these pos-
sible cases.

Depicted in FIG. 5A is an example data mart that contains
database tables that may be accessed to generate data results.
The example data mart has two categories (category C1 and
category C2), four measures (measure M1, measure M2,
measure M3 and measure M4), and one filter (filter F1) con-
tained within the tables in the data mart. The lines between
tables show their join cardinalities—a straight end is a one
cardinality, while an arrow end is a many cardinality. As
illustrated in FIG. 5B, the query generation architecture can
ask many different questions from this one set of data items,
generating the appropriate query which gets the right answer
for each different question.

The query generation architecture can operate with difter-
ent types of data models with the knowledge of the C/D/I
association between the data item components. The query
generation architecture is also cardinality independent—for
any given question that can be asked, the correct SQL query
can be generated to accurately calculate the answer regardless
of the data model or the cardinality between any of the
tables—without the need for extra manipulation of the mod-
eling metadata to try to cause or ‘trick’ the software into
generating the correct query to get the correct results.

The query generation architecture does not use metadata to
identify the data model, tables are not tagged as fact or dimen-
sion, and a given map is not identified as dimensional (e.g., a
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Star Schema) or relational. The query generation architecture
uses tables that are associated to each other through join
relationships.

FIG. 6 depicts an example process that the query genera-
tion architecture executes to generate data results. After
receiving data selections (step 120), the query generation
architecture generates and executes one or more of a special
type of query, referred herein as Uquery, and aggregates the
results of the Uqueries to generate a results table. In particu-
lar, the query generation architecture generates and executes
a Uquery for each uncorrelated measure (step 150), generates
and executes a Uquery for each set of correlated measures
(step 152), and aggregate the results of the Uqueries as a
results table (step 154).

FIGS. 7A and 7B depict that the Uqueries can be executed
to produce raw measure values or aggregated measure values.
In the case of Uqueries executing to produce raw measures, to
generate the results table, a virtual table can be created by
unioning results from Uqueries’ raw measures (step 156) and
an aggregating query can be run against the virtual table (step
158). Alternatively, Uqueries can be executed producing
aggregated measure values (step 157) and the results of the
Uqueries’ aggregated measures can be joined (step 159) to
generate the results table.

FIG. 8 depicts an example process that the query genera-
tion architecture may execute to generate data results in the
case where Uqueries are executed to produce raw measure
values. Non-correlated measure subquery(s) are generated
and executed (step 160). Correlated Measure subquery(s) are
generated and executed (step 162). The results from the non-
correlated measure subquery(s) and correlated measure sub-
query(s) are then aggregated as a virtual table (step 164). In
particular, the non-correlated measure subquery(s) involves
gathering raw (un-aggregated) measure values of each non-
correlated measure (step 161). The correlated measure sub-
query(s) involves gathering raw (un-aggregated) measure
values for each group of correlated measures (step 163). The
aggregate Uqueries as virtual table step is performed by
unioning together all the Uquery results as a single virtual
table (step 165).

As depicted in FIG. 9, each Uquery (200) logically com-
prises two subqueries: one is primarily related to measures
and is referred to herein as a measure (or Mx) segment sub-
query (202), and the other is primarily related to categories
and is referred to herein as an UO subquery (204). Each
Uquery has two goals: gather the appropriate set of measure
values and associate each to the correct category group. In
practice either of the Mx or U0 subqueries may be represented
by a single table. Alternatively, the UO subquery may be
segmented into multiple subqueries, i.e., multiple U0 seg-
ments.

Listed below is an example query showing an outer aggre-
gating query against the single virtual table (U1) which is
generated from two Uqueries, one for each of the two non-
correlated measures (M1 and M2) and wherein each Uquery
has U0 and Mx segments that are each a single table:

Select Ul.Coll as Cl,
SUM(UL.Col2) as M1,
AVG(U1.Col3) as M2

From

(
/* Uquery 1 */
Select U0.Coll, Mx.Col2, . as Col3
From uo
Inner join Mx
on Ul.keys = Mx.keys
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Union All
/* Uquery 2 */
Select U0.Coll, . as Col2, Mx.Col3
From uo
Inner join Mx
on U0.keys = Mx.keys
yul1
Group by C1

The columns that are selected for each Uquery in the
example query are: (i) each of the categories and (ii) each of
the measures, where all measures other than the one(s) being
gathered for that Uquery are selected as NULL. This allows
all measures to be: (a) associated to the correct category
group, (b) gathered separately, (¢c) Union’ed together, and (d)
aggregated correctly by the outer aggregating query.
Referring again to FIG. 9, each Uquery contains a single
Mx segment subquery and the Mx segment subquery is
related to either one measure or to a single set of correlated
measures (202). The Mx segment subquery identifies the
tables that must be joined to access the measure column(s)
(206). For correlated measures there are one or more tables
from which the columns for the Measures segment subquery
are derived (208). For non-correlated measures, there is one
measure table from which the column is derived, which is a
Mx Segment consisting of one table (210).
Each Uquery may contain one or more UQ segment sub-
queries (204). The U0 segments identify the set of tables that
must be joined together to access all of the columns in the set
of categories (there can be more than one category) (212). The
U0 segment(s) is identified independent of measures. The U0
segment(s) is joined to the Mx segment in order to gather the
raw measure values for the category groups (214).
FIG. 10 depicts another example process that the query
generation architecture may execute to generate data results
in the case where Uqueries are executed to produce raw
measure values. After receiving data selections (step 120), the
architecture generates a Uquery for each uncorrelated mea-
sure (step 170) and each correlated measure (step 172). In this
example process, generating a Uquery for each uncorrelated
measure involves identifying a single Mx segment for each
measure (step 174) followed by identifying 1 or more U0
segment(s) per Mx segment (step 176). Similarly, generating
a Uquery for each set of correlated measures involves identi-
fying a single Mx segment for each set of correlated measures
(step 178) followed by identifying 1 or more UO segment(s)
per Mx segment (step 180). The Uqueries are aggregated as a
virtual table (step 182). In this case, in which Uqueries are
executed to produce raw measure values, aggregating the
Uqueries is accomplished by unioning together the results
from all Uqueries into a single virtual table (step 165). After
the Uqueries have been aggregated, an aggregating query can
be run against the virtual table (step 158).
FIG. 11 illustrates example rules for identifying tables to
be included in the Mx segment subquery (step 174) and the
U0 segment subqueries (step 176) for a Uquery for an uncor-
related measure. In the illustrated example, the Mx segment
includes the following joined tables:
any tables that contain a measure for the Uquery (171);
any tables that contain columns of a calculated measure for
the Uquery (173);

any correlated required tables (175); and

any tables that exist between the above list of tables, based
upon the join path (177). These can be transfer tables or
category tables.
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Transfer tables are tables in the join path between the tables
selected to be in the segment and from which no data is
selected.

The U0 segments are identified after their corresponding
Mx segment has been identified. The U0 segments help
account for the many cardinality concern. The U0 segments
only select the distinct set of categories and join keys that join
directly to Mx. Tables that are already defined as being within
Mx are excluded from being within a UO segment. In the
illustrated example, the U0 segments includes the following
joined tables:

any tables that contain a category for the Uquery (179)

any tables that contain columns of'a calculated category for

the Uquery (181);

any dependent measure tables (183);

any dependent required tables (185);

any dependent Filter tables (187);

any transfer tables that exist between different category

tables (189); and

any transfer tables that exist between a category table and

Mx (191).
A dependent measure table contains dependent measures,
which function to filter or restrict certain categories and/or
measure values from being included in the result set. A depen-
dent filter table contains columns of data for a filter on which
a measure is dependent. By including dependent or transfer
tables in a UO segment, possible concerns with many cardi-
nalities between tables are factored out. This helps allow for
cardinality independence.
FIG. 12 illustrates example rules for identifying tables to
be included in the Mx segment subquery (step 178) and the
U0 segment subqueries (step 180) for a Uquery for a set of
correlated measures. In the illustrated example, similar to the
FIG. 11 example, the Mx segment includes the following
joined tables:
any tables that contain a measure for the Uquery (193);
any tables that contain columns of a calculated measure for
the Uquery (195);

any correlated required tables (197); and

any tables that exist between the above list of tables, based
upon the join path (199). These can be transfer tables or
category tables.

The U0 segments are identified after their corresponding
Mx segment has been identified. Tables that are already
defined as being within Mx are excluded from being within a
U0 segment. In the illustrated example, similar to the FIG. 11
example, the U0 segments includes the following joined
tables:

any tables that contain a category for the Uquery (201)

any tables that contain columns of'a calculated category for

the Uquery (203);

any dependent measure tables (205);

any dependent required tables (207);

any dependent filter tables (209);

any transfer tables that exist between different category

tables (211); and

any transfer tables that exist between a category table and

Mx (213)

FIG. 12 also illustrates that rules for identifying tables to be
included in the Mx segment subquery and the U0 segment
subqueries for a Uquery can be the same for a set of correlated
measures and for uncorrelated measures. The rules for iden-
tifying tables to be included in the Mx segment subquery and
the U0 segment subqueries for a Uquery may also be the same
for the case where Uqueries are executed to produce raw
measure values and for the case where Uqueries are executed
to produce aggregated measure values.
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In addition to the rules illustrated in FIGS. 11 and 12, the
query generation architecture may apply the following rules:

Each Uquery selects a column for each category and mea-

sure along with any NMISS( ) Measure columns.

Each Uquery selects Missing (NULL) for any measures

that are not being gathered by that Uquery.

There is a special Uquery that can be included, if requested,

that selects Missing for all measure and is used to gather
a full list of possible category groups. This query uses
U0 with no MX and gathers all category groups includ-
ing those having all measures of Missing/NULL.

Each non-correlated measures is gathered in Mx of a single

Uquery

Each group of correlated measures are gathered in Mx of a

single Uquery

The set of columns (not aggregated measures) defined in a

calculated measure are correlated. They are treated as a
set of correlated measures, which can then be dependent
on, or correlated to other items; it’s the calculated mea-
sure itself that is dependent on or correlated to the other
items.

The columns selected from U0 and Mx for a given Uquery

are

UO0—Distinct: categories, keys to join to Mx segment

Mx—non-Distinct: measures, categories (if any in Mx),
keys to join to all U0 segments

This last rule can allow for cardinality independence.

FIG. 13 depicts an example process that the query genera-
tion architecture may execute to generate data results in the
case where Uqueries are executed to produce aggregated
measure values. Non-correlated measure subquery(s) are
generated and executed (step 184). Correlated measure sub-
query(s) are generated and executed (step 186). The results
from the non-correlated measure subquery(s) and correlated
measure sub-query(s) are joined as a results table (step 159).
In particular, the non-correlated measure subquery(s)
involves gathering aggregated measure values of each non-
correlated measure (step 188). The correlated measure sub-
query(s) involves gathering aggregated measure values for
each group of correlated measures (step 190).

FIG. 14 depicts another example process that the query
generation architecture may execute to generate data results
in the case where Uqueries are executed to produce aggre-
gated measure values. After receiving data selections (step
120), the architecture generates a Uquery for each uncorre-
lated measure (step 184) and each correlated measure (step
1186). In this example process, generating a Uquery for each
uncorrelated measure involves identifying a single Mx seg-
ment for each measure (step 192) followed by identifying 1 or
more U0 segment(s) per Mx segment (step 194). Similarly,
generating a Uquery for each set of correlated measures
involves identifying a single Mx segment for each set of
correlated measures (step 196) followed by identifying 1 or
more U0 segment(s) per Mx segment (step 198). The results
from the non-correlated measure subquery(s) and correlated
measure sub-query(s) are joined as a results table (step 159).

Depicted in FIGS. 15A-15D are example data mart infor-
mation maps that identify the data tables that may be included
in the Mx segment and UO segment subqueries. The data
selection items for the data marts in this example include the
following:

Data Selection Items:

C1: Category postal_code
M1: Measure avg((to_street_num-from_street_num)/2) as avg street_num
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-continued
M2: Measure sum(from_street num) as sum_{from_num
M3: Measure sum(unit_sales_price) as sum_sales
M4: Measure sum(salary) as sum_salary
F1: Filter county_id

In the example data mart information maps depicted in
FIGS. 15A-15D, the data selections also include the follow-
ing associations. Each measure is independent of other mea-
sures. Each measure is dependent on the filter. With these data
selections there are four Uqueries—one for each independent
measure.

FIG. 15A identifies the tables included in the Uquery for
the M1 measure. The Uquery for M1 includes 1 Mx segment
and 2 U0 segments. The Mx segment includes the Street_
Code table because the M1 measure is included in that mea-
sure table. One UO segment includes the Postal_Code table
because the C1 Category is in that table. The other UO seg-
ment includes the Country table because the F1 filter is
included in that dependent filter table.

FIG. 15B identifies the tables included in the Uquery for
the M2 measure. The Uquery for M2 includes 1 Mx segment
and 2 U0 segments. The Mx segment includes the Street_
Code table because the M2 measure is included in that mea-
sure table. One UO segment includes the Postal_Code table
because the C1 Category is in that table. The other UO seg-
ment includes the Country table because the F1 filter is
included in that dependent filter table.

FIG. 15C identifies the tables included in the Uquery for
the M3 measure. The Uquery for M3 includes 1 Mx segment
and 1 U0 segment. The Mx segment includes the Price_List
table because the M3 measure is included in that measure
table. The U0 segment includes the Postal Code table
because the C1 Category is in that dependent category table.
The UO segment also includes the Street_Code, Customer,
Orders, Order_Item, and Product_List tables because those
transfer tables are interposed between the dependent category
table and the measure table. The U0 segment also includes the
Country table because the F1 filter is included in that depen-
dent filter table.

FIG. 15D identifies the tables included in the Uquery for
the M4 measure. The Uquery for M4 includes 1 Mx segment
and 1 UO segment. The Mx segment includes the Staff table
because the M4 measure is included in that measure table.
The UO segment includes the Postal_Code table because the
C1 Category is in that dependent category table. The U0
segment also includes the Street_Code, Customer, Orders,
and Organization tables because those transfer tables are
interposed between the dependent category table and the
measure table. The U0 segment also includes the Country
table because the F1 filter is included in that dependent filter
table.

Depicted in FIGS. 16A-16C are example data mart infor-
mation maps that identify the data tables that may be included
in the Mx segment and UO segment subqueries. The data
selection items for the data marts in this example include the
following:

Data Selection Items:

C1: Category postal_code

M1: Measure avg((to_street_num-from_street_num)/2) as avg street_num
M2: Measure sum(from_street num) as sum_{from_num
M3: Measure sum(unit_sales_price) as sum_sales

M4: Measure sum(salary) as sum_salary

F1: Filter county_id
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In the example data mart information maps depicted in
FIGS. 16 A-16C, the data selections also include the follow-
ing associations. M1 is Dependent on M4 and F1 (but M4 is
not Dependent on M1), M3 and M4 are Correlated and
Dependent on F1, and M2 is Independent of everything (all
M’s and F1). With these data selections there are three Uque-
ries—one each for M1, M2, and the correlated set of M3 and
M4.

FIG. 16A identifies the tables included in the Uquery for
the M1 measure. The Uquery for M1 includes 1 Mx segment
and 3 UO segments. The Mx segment includes the Street_
Code table because the M1 measure is included in that mea-
sure table. One U0 segment includes the Postal_Code table
because the C1 Category is in that table. A second U0 segment
includes the Country table because the F1 filter is included in
that dependent filter table. A third U0 segment includes the
Staff table because the dependent M4 measure is in that
dependent measure table. The third U0 segment also includes
the Customer, Orders, and Organization tables because those
transfer tables are interposed between the dependent measure
table and the measure table.

FIG. 16B identifies the tables included in the Uquery for
the M2 measure. The Uquery for M2 includes 1 Mx segment
and 1 U0 segment. The Mx segment includes the Street_Code
table because the M2 measure is included in that measure
table. The U0 segment includes the Postal_Code table
because the C1 Category is in that table. No other UO seg-
ments are needed because M2 is independent of other mea-
sures and filters.

FIG. 16C identifies the tables included in the Uquery for
the set of correlated M3 and M4 measures. The Uquery for
correlated set includes 1 Mx segment and 1 UO segment. The
Mx segment includes the Price_List table because the M3
measure is included in that measure table. The Mx segment
also includes the Staff table because the M4 measure is
included in that measure table. Additionally, the Mx segment
includes the Product_List, Order_Item, Orders, and Organi-
zation tables because those transfer tables are interposed
between the Price_List and Staff measure tables. The UO
segment includes the Postal_Code table because the C1 Cat-
egory is in that dependent category table. The UO segment
also includes the Country table because the F1 filter is
included in that dependent filter table. The U0 segment also
includes the Street_Code and Customer tables because those
transfer tables are interposed between the dependent category
table and the tables included in Mx.

FIGS. 17A and 17B depict examples of systems that may
be used to perform a query in a database system. For example,
FIG. 17A depicts an example of a system 800 that includes a
standalone computer architecture where a processing system
802 (e.g., one or more computer processors) includes a data-
base management application 804 being executed on it. The
processing system 802 has access to a computer-readable
memory 806 in addition to one or more data stores 808. The
one or more data stores 808 may include tables 810, 812 upon
which the query operation is to be performed.

FIG. 17B depicts a system 820 that includes a client server
architecture. One or more user PCs 822 access one or more
servers 824 running a database management program 826 on
a processing system 827 via one or more networks 828. The
one or more servers 824 may access a computer readable
memory 830 as well as one or more data stores 832. The one
or more data stores 832 may contain tables 834, 836 upon
which the query operation is to be performed.

FIG. 18 shows a block diagram of an example of hardware
for a standalone computer architecture 850, such as the archi-
tecture depicted in FIG. 17A that may be used to contain
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and/or implement the program instructions of system
embodiments of the present invention. A bus 852 may con-
nect the other illustrated components of the hardware. A
processing system 854 labeled CPU (central processing unit)
(e.g., one or more computer processors), may perform calcu-
lations and logic operations required to execute a program. A
processor-readable storage medium, such as read only
memory (ROM) 856 and random access memory (RAM)
858, may be in communication with the processing system
854 and may contain one or more programming instructions
for performing an index join operation. Optionally, program
instructions may be stored on a computer readable storage
medium such as a magnetic disk, optical disk, recordable
memory device, flash memory, or other physical storage
medium. Computer instructions may also be communicated
via a communications signal, or a modulated carrier wave.

A disk controller 860 interfaces one or more optional disk
drives to the system bus 852. These disk drives may be exter-
nal or internal floppy disk drives such as 862, external or
internal CD-ROM, CD-R, CD-RW or DVD drives such as
864, or external or internal hard drives 866. As indicated
previously, these various disk drives and disk controllers are
optional devices.

Each of the element managers, real-time data buffer, con-
veyors, file input processor, database index shared access
memory loader, reference data buffer and data managers may
include a software application stored in one or more of the
disk drives connected to the disk controller 860, the ROM 856
and/or the RAM 858. Preferably, the processor 854 may
access each component as required.

A display interface 868 may permit information from the
bus 852 to be displayed on a display 870 in audio, graphic, or
alphanumeric format. Communication with external devices
may optionally occur using various communication ports
872.

In addition to the standard computer-type components, the
hardware may also include data input devices, such as a
keyboard 873, or other input device 874, such as a micro-
phone, remote control, pointer, mouse and/or joystick.

This written description uses examples to disclose the
invention, including the best mode, and also to enable a per-
son skilled in the art to make and use the invention. The
patentable scope of the invention may include other
examples. Additionally, the methods and systems described
herein may be implemented on many different types of pro-
cessing devices by program code comprising program
instructions that are executable by the device processing sub-
system. The software program instructions may include
source code, object code, machine code, or any other stored
data that is operable to cause a processing system to perform
the methods and operations described herein. Other imple-
mentations may also be used, however, such as firmware or
even appropriately designed hardware configured to carry out
the methods and systems described herein.

The systems’ and methods’ data (e.g., associations, map-
pings, data input, data output, intermediate data results, final
data results, etc.) may be stored and implemented in one or
more different types of computer-implemented data stores,
such as different types of storage devices and programming
constructs (e.g., RAM, ROM, Flash memory, flat files, data-
bases, programming data structures, programming variables,
IF-THEN (or similar type) statement constructs, etc.). It is
noted that data structures describe formats for use in organiz-
ing and storing data in databases, programs, memory, or other
computer-readable media for use by a computer program.

The computer components, software modules, functions,
data stores and data structures described herein may be con-
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nected directly or indirectly to each other in order to allow the
flow of data needed for their operations. It is also noted that a
module or processor includes but is not limited to a unit of
code that performs a software operation, and can be imple-
mented for example as a subroutine unit of code, or as a
software function unit of code, or as an object (as in an
object-oriented paradigm), or as an applet, or in a computer
script language, or as another type of computer code. The
software components and/or functionality may be located on
a single computer or distributed across multiple computers
depending upon the situation at hand.
It should be understood that as used in the description
herein and throughout the claims that follow, the meaning of
“a,” “an,” and “the” includes plural reference unless the con-
text clearly dictates otherwise. Also, as used in the description
herein and throughout the claims that follow, the meaning of
“in” includes “in” and “on” unless the context clearly dictates
otherwise. Finally, as used in the description herein and
throughout the claims that follow, the meanings of “and” and
“or” include both the conjunctive and disjunctive and may be
used interchangeably unless the context expressly dictates
otherwise; the phrase “exclusive or” may be used to indicate
situation where only the disjunctive meaning may apply.
It is claimed:
1. A system, comprising:
a processor configured to perform operations that include
receiving an identification of data item components and an
identification of associations between the data item
components, wherein the data item components include
measures and a category, and wherein the identified
associations include at least two different associations
from the associations comprising an indication that one
measure is independent of other measures, an indication
that one measure is dependent on another measure, and
an indication that two or more measures are correlated;

creating a database query for retrieving data item compo-
nents, wherein the database query includes a first
Uquery, wherein the first Uquery includes a Mx segment
subquery and a U0 segment subquery, wherein the Mx
segment subquery is operable to gather measures and is
associated with an Mx segment table that contains the
measures included in the data item components, col-
umns for a calculated measure, or correlated measures,
and wherein the UQ segment subquery is associated with
a table that contains the category, a table that contains
columns for a calculated category, a dependent measure
table, or a dependent filter table, and wherein the U0
segment subquery further facilitates selecting a set of
categories and join keys, the join keys of the set includ-
ing join keys that join directly to the Mx segment sub-
query;

executing each Mx segment subquery to generate Mx seg-

ment subquery results;

executing each U0 segment subquery to generate U0 seg-

ment subquery results;
joining Mx segment subquery results from each Uquery
with the UO segment subquery results from the same
Uquery to generate Uquery results;

generating a virtual results table by aggregating the Uquery
results from one Uquery with Uquery results from
another Uquery; and

reporting the virtual results table.

2. The system of claim 1, wherein the data item compo-
nents further include a filter.

3. The system of claim 2, wherein the identified associa-
tions further include an indication that a measure is dependent
on the filter.
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4. The method of claim 3, wherein the identified associa-
tions further include an indication that a measure is not depen-
dent on the filter.
5. The system of claim 1, wherein the identified associa-
tions further include an indication that a measure is not depen-
dent on the category.
6. The system of claim 1, wherein at least one Mx segment
subquery is associated with a table that contains a transfer
table or a category table.
7. The system of claim 1, wherein at least one U0 segment
subquery is associated with a transfer table between category
tables or a transfer table between a category table and a
measure table.
8. The system of claim 1, wherein at least one U0 segment
subquery is associated with a dependent required table.
9. The system of claim 1, wherein generating the virtual
results table includes joining the Uquery results with the
results from another Uquery.
10. The system of claim 1, wherein generating the virtual
results table includes unioning the Uquery results with the
results from another Uquery and applying an aggregating
query to the unioned results to generate the virtual results
table.
11. A computer-program product comprising a non-transi-
tory machine-readable storage medium operable to cause a
data processing apparatus to perform operations including:
receiving an identification of data item components and an
identification of associations between the data item
components, wherein the data item components include
measures and a category, and wherein the identified
associations include at least two different associations
from the associations comprising an indication that one
measure is independent of other measures, an indication
that one measure is dependent on another measure, and
an indication that two or more measures are correlated;

creating a database query for retrieving data item compo-
nents, wherein the database query includes a first
Uquery, wherein the first Uquery includes a Mx segment
subquery and a U0 segment subquery, wherein the Mx
segment subquery is operable to gather measures and is
associated with an Mx segment table that contains the
measures included in the data item components, col-
umns for a calculated measure, or correlated measures,
and wherein the UO segment subquery is associated with
a table that contains the category, a table that contains
columns for a calculated category, a dependent measure
table, or a dependent filter table, and wherein the U0
segment subquery further facilitates selecting a set of
categories and join keys, the join keys of the set includ-
ing join keys that join directly to the Mx segment sub-
query;

executing each Mx segment subquery to generate Mx seg-

ment subquery results;

executing each U0 segment subquery to generate U0 seg-

ment subquery results;
joining Mx segment subquery results from each Uquery
with the UO segment subquery results from the same
Uquery to generate Uquery results;

generating a virtual results table by aggregating the Uquery
results from one Uquery with Uquery results from
another Uquery; and

reporting the virtual results table.

12. The computer-program product of claim 11, wherein
the data item components further include a filter.

13. The computer-program product of claim 12, wherein
the identified associations further include an indication that a
measure is dependent on the filter.
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14. The computer-program product of claim 13, wherein
the identified associations further include an indication that a
measure is not dependent on the filter.

15. The computer-program product of claim 14, wherein
the identified associations further include an indication that a
measure is not dependent on the category.

16. The computer-program product of claim 15, wherein at
least one Mx segment subquery is associated with a table that
contains a transfer table or a category table.

17. The computer-program product of claim 16, wherein at
least one U0 segment subquery is associated with a transfer
table between category tables or a transfer table between a
category table and a measure table.

18. The computer-program product of claim 17, wherein at
least one UO segment subquery is associated with a dependent
required table.

19. The computer-program product of claim 18, wherein
generating the virtual results table includes joining the
Uquery results with the results from another Uquery.

20. The computer-program product of claim 19, wherein
generating the virtual results table includes unioning the
Uquery results with the results from another Uquery and
applying an aggregating query to the unioned results to gen-
erate the virtual results table.

21. A computer-program product comprising:

a non-transitory machine-readable storage medium that
stores instructions operable to cause a data processing
apparatus to perform operations including:

receiving an identification of data item components and an
identification of an association between the data item
components, wherein the data item components include
a measure and a category, and wherein the identified
association indicates that the measure is independent of
another data item component, indicates that the measure
is dependent on another data item component, or indi-
cates that two or more data item components are corre-
lated;

creating a database query for retrieving data item compo-
nents, wherein the database query includes a first
Uquery, wherein the first Uquery includes a Mx segment
subquery and a U0 segment subquery, wherein the Mx
segment subquery is operable to gather measures and is
associated with an Mx segment table that contains the
measure included in the data item components, columns
for a calculated measure, or correlated measures, and
wherein the U0 segment subquery is associated with a
table that contains the category, a table that contains
columns for a calculated category, a dependent measure
table, or a dependent filter table, and wherein the U0
segment subquery further facilitates selecting a set of
categories and join keys, the join keys of the set includ-
ing join keys that join directly to the Mx segment sub-

query;

10

15

20

25

30

35

40

45

50

16

executing the Mx segment subquery to generate Mx seg-

ment subquery results;

executing the UO segment subquery to generate UO seg-

ment subquery results; and

joining the Mx segment subquery results with the U0 seg-

ment subquery results to generate Uquery results.

22. The computer-program product of claim 21, wherein
the operations further include:

generating Uquery results for a second Uquery;

generating a virtual results table by aggregating the Uquery

results from the first Uquery with Uquery results from
the second Uquery; and

reporting the virtual results table.

23. The computer-program product of claim 22, wherein
generating the virtual results table includes joining the
Uquery results from the first Uquery with Uquery results
from the second Uquery.

24. The computer-program product of claim 22, wherein
generating the virtual results table includes unioning the
Uquery results from the first Uquery with Uquery results
from the second Uquery and applying an aggregating query to
the unioned results to generate the virtual results table.

25. The computer-program product of claim 22, wherein
the data item components further include a filter and further
comprising receiving an identified association that indicates
that a data item component is dependent on the filter.

26. The computer-program product of claim 22, wherein
the data item components further include a filter and wherein
the operations further include receiving an identified associa-
tion that indicates that a data item component is not dependent
on the filter.

27. The computer-program product of claim 22, wherein
the operation further include: receiving an identified associa-
tion that indicates that a data item component is not dependent
on the category.

28. The computer-program product of claim 22, wherein
the operations further include: receiving an identified asso-
ciation that indicates that a category is independent of a
measure.

29. The computer-program product of claim 27, wherein
the operation further include: receiving an identified associa-
tion that indicates that a category is independent of a filter.

30. The computer-program product of claim 22, wherein
multiple cardinality exists between tables associated with the
Uqueries.

31. The computer-program product of claim 21, wherein
the first Uquery includes multiple UO subquery segments.

32. The computer-program product of claim 21, wherein
results from the multiple U0 subquery segments are joined
with the Mx segment results.
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